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AN-028 Enabling Verkada LPR Camera with 

Radar Speed Reports 

 

License Plate Recognition (LPR) cameras have become very useful for traffic monitoring.  They become 

even more useful when they are combined with a radar sensor such as OPS9243-A to report speeding.  

The radar can alert the camera of excessive speed to capture the make, color, and license plate of the 

vehicle.  This allows authorities to follow up with individuals with warnings or possibly tickets.  San 

Francisco has started mounting speed reporting cameras and in one month issued nearly 100,000 notices 

of speeding. 

Verkada provides LPR cameras (CB52-E and CB62-E) which are very simple to install and link into their 

network, while providing an easy to navigate dashboard with capabilities to filtering by vehicle type, color, 

and time.  This application note explains how to set up a WiFi enabled OPS9243-A which delivers speed 

data into the Verkada Command dashboard. 

 

Camera + Radar System Architecture 

The system architecture includes a Verkada camera and WiFi enabled OPS9243-A (Figure 1) mounted with 

the same roadway field of view.  The Verkada camera is connected via Power-over-Ethernet (PoE) to send 

its video data to the Verkada Command dashboard.  OPS9243-A uses PoE for power but sends the speed 

data over WiFi to the cloud and a Node Red server.  The Node Red server runs simple routines to format 

the MQTT speed message in a manner that the Command dashboard can receive.   

 

Figure 1. Verkada Camera and OPS9243-A Radar System Architecture 

 

https://omnipresense.com/product/ops9243-a-traffi…h-wifi-interface/
https://www.ktvu.com/video/1670689
https://www.verkada.com/security-cameras/bullet/cb52-e/
https://www.verkada.com/security-cameras/bullet/cb62-e/
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Part of the message includes unique ID’s which designate the customer account, the message data being 

received, a unique token, and the camera ID. 

• API Key – unique to the customer account 

• UUID – unique to the Helix Event 

• API Token – unique to the Command message, 30 minutes life 

• Camera ID – unique to a camera 

 

Mounting Camera and OPS9243-A 

The camera and OPS9243-A should be mounted in a location where they view the same area of the 

roadway.  OPS9243-A has a much narrower field of view (FoV) at 20° (horizontal) x 24° (vertical) and it 

should be focused on the center of the roadway monitored.  If a two-lane road, use the middle of the two 

lanes as the target center point of the sensor FoV.  On the OmniPreSense website is a FoV calculator which 

can help determine where the sensor is focused based on the mount height, angle looking into the 

roadway, and the down angle.  The OPS9243-A has a built in down angle of 10°. 

Verkada cameras have a much wider FoV at 107° (horizontal) x 62° (vertical).  When zoomed in, the FoV 

is 43° (horizontal) x 24° (vertical).  Make sure to match the camera FoV with the radar as much as possible 

to eliminate detecting vehicles outside of the radar FoV (ex. parking lot to left side in Figure 2). 

 

Figure 2. Camera and Radar Sensor Field of View 

 

  

https://omnipresense.com/ops243-field-of-view-calculator/
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Speed Message Command Dashboard Configuration 

Assuming you already have a Verkada camera installed and configured for the Command dashboard, you 

can next set up the speed message to send into Command.  The process consists of creating a Helix Event 

and the appropriate IDs.  The process is as follows: 

1) Generate an API Key 

2) Generate a Helix Event – defines the message format and data sent 

3) Generate an API Token 

4) Format Event message with ID – Node Red will be used and explained in detail below 

 

Step 1: Generate API Key 

The API Key is generated on the Command dashboard.  Go to the square (nine dots) in the upper left of 

the dashboard or All Products.  Selecting this brings up a pop-up window and select Admin (Figure 3). 

Next, select API & Integration (Figure 4) and the on the following window select API Keys (Figure 5).  This 

brings up the main window for any existing API Keys.  Press the blue + Add button (Figure 6) to bring up 

the Add New API Key configuration window (Figure 7). 

In the New API Key configuration, provide a name for your key and select the Endpoints type.  For sending 

speed data into Command, select Helix and make sure its Read/Write.  Then select the Expiration time 

and remember it will eventually need to be renewed.  Hitting Generate Key (Figure 8) will provide the API 

Key.  Make sure to save this away in a secure location as it will be used later for the API Token generation. 

 

 

Figure 3. API Key Generation – Select Admin 
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Figure 4. API Key Generation – Select API & Integration 

 

Figure 5. API Key Generation – Select API Keys 
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Figure 6. API Key Generation – Select + Add 

 

Figure 7. API Key Generation – New API Key Generation 
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Figure 8. API Key Generation – New API Key 

 

Step 2: Generate Helix Event 

The Helix Event configures Command with the type of information you will be passing into Command from 

the OPS9243-A.  Upon generating the format of the Event, a UUID is generated which is used in each 

speed message sent to Command. 

To generate a Helix Event, navigate to and select Alerts at the lower left of the Command dashboard 

followed by the Helix Events + button (Figure 9).  Following this, select the Generate Helix Event button 

(Figure 10). 

In the following pop window (Figure 11), provide a name for the Event and an attribute.  Speed is the 

primary data that will be passed to Command so define it as an attribute.  Speed is an integer coming from 

OPS9243-A.  Assign speed as an integer.  Additional attributes may be defined such as direction, 

timestamp, and possibly lane and vehicle classification for future use.  Select the appropriate format 

(string, float, etc.) for each attribute.  When this is done, press Save. 

The resulting window (Figure 12) provides the format of the JSON message that is sent to Command with 

each speed event reported by OPS9243-A.  Save this information to a secure location as there is 

information in it which is required for Command to recognize the data as valid and accept it.  Within the 

message is the URL that the messages will be sent by HTTP POST and the UUID that identifies the Helix 

Event.  
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Figure 9. Helix Event Generation – Alerts and Helix Event + Button 

 

Figure 10. Helix Event Generation – Set Up Helix Event 
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Figure 11. Helix Event Generation – Attributes Configuration 
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Figure 12. Helix Event Generation – Event JSON Message Format 

 

Step 3: Generate API Token 

The JSON message format lists {INSERT_API_KEY}.  This is misleading as it is not the API Key that was 

generated in Step 1 but an API Token that needs to be generated.  The API Token can be generated 

manually on the Verkada website in the Get API Token section of their documentation (Figure 13). 

On the Verkada website, insert the API Key previously generated into the box on the right side under 

Credentials – Header and press the Try It button.  The result will provide an API Token with a notification 

that it is valid for only 30 minutes.  After this time, Command will no longer accept messages with that 

API Token.  To get around this, a means of regenerating the token is required.  In this implementation, 

regenerating the token is handled in Node Red and described below.  You may save this API Token for 

testing purposes. 

https://apidocs.verkada.com/reference/postloginapikeyviewv2
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Figure 13. API Token Manual Generation 

 

Node Red Message Formatting 

Node Red is used to receive the MQTT speed message from OPS9243-A and format it into a message 

Command expects, including the pertinent IDs.  Details on how to set up a Node Red server are not 

covered in this application note but a good resource is Steve’s Internet Guide.   The details of the node 

configurations are provided on the OmniPreSense GitHub site here and available for copying.  Messages 

received from OPS9243-A have a JSON format as shown below: 

 

{"label" : "RemudaLn", "time" : "1753023749.901", "direction" : "outbound", "source" : "peak", "speed" : 

"-18"} 

 

The Node Red flow is shown in Figure 14 and consists of two main parts, the input speed messaging 

formatting for Command and the periodic regeneration of the API Token. 

 

https://stevesnoderedguide.com/
https://github.com/omnipresense/OPS9243_Verkada_Node_Red
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Figure 14. Node Red Flow 

 

The main message flow through the nodes by order of processing are: 

1) MQTT in Node: provides configuration to subscribe to MQTT messages published by OPS9243-A 

2) Switch Node: validates the message received can be used 

3) JSON Node: parse the incoming JSON message for its payload 

4) Switch Node: confirms the key word “peak” is part of the message payload 

5) Function Node: main processing to convert OPS9243-A into format with IDs required by Command 

6) HTTP Request Node: formats message as a POST to Command with the target URL 

7) Debug Node: used to confirm message was sent and received correctly 

 

The main function node takes in the payload of the OPS9243-A message and formats it as shown 

previously in Figure 12.  Javscript for this node handles the formatting and insertion of the IDs.   

The URL provided by Command is inserted into the message and headers for the header type 

(application/token) and API Token (not API Key) are inserted. 

The main payload or attributes are then populated into the message.  The speed value is pulled from the 

payload and converted to its absolute value for passing to Command.  Direction and timestamp, likewise, 

are pulled from the payload with the timestamp being Unix format.  Currently, lane and classification are 

hard coded to a fixed value.  With this complete, the message is passed to the HTTP Request node. 

The HTTP Request node is configured as a POST with the URL provided earlier by Command.  Return is 

configured to UTF-8 which provides confirmation of a successful data transfer. 

A Debug node is provided to confirm messages are accepted by Command and received properly.  A return 

message with statusCode 200 means a successful transfer.  A statusCode 400 or similar is an unsuccessful 

transfer and you should check all the correct IDs are used. 

The second part of the Node Red flow is the periodic API Token generation.  The nodes utilized in order 

of processing are: 

• Inject Node: used to trigger a new API Token request 

• HTTP Request Node: send message to request new API Token 

• Function Node: parse the response message from Command for the new API Token 

• Debut Node: confirm proper message receipt 
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The Inject node is configured to trigger every 25 minutes or a little before the current token expires.  The 

Inject node input button is available to immediately generate an API Token and should be used once on 

initial deployment. 

The HTTP Request node is configured as a POST to the URL noted in the Verkada documentation 

(https://api.verkada.com/token).  Within the headers are defined for the API Key passed format of the 

message returned (application/json). 

The Function node contains Javascript to receive the message from Command with the new API Token 

and make the value globally available.  This allows the token to be inserted into the message by the other 

Function node javascript every time a new API Token is generated. 

Once your Node Red flows are configured, deploy them by hitting the red Deploy button in the upper 

right.  With this, every time a speed message comes from the OPS9243-A, it will be reformatted and 

passed to Command. 

 

Command Speed Results 

Once Node Red is up and running, validate that the messages are received in Command.  In Command, 

select the Alerts button again and under Helix Events you should see your Event defined earlier (Figure 

15).  In this case, we’ve called it vehicle_speed.  Select the Event to see a new screen where the Events 

and speed data will be populated (Figure 16). 

With speed capture now configured you can now set up Alerts for high-speed events and enable LPR mode 

on the capture to link the speeds with the license plates. 

 

Figure 15. Helix Event – vehicle_speed 

https://api.verkada.com/token
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Figure 16. Helix Event – Speed Report with Image 

 

   



 

AN-028 Enabling Verkada Camera with Speed 14 OmniPreSense Corporation 

Revision History 

Version Date Description 

A July 24, 2025 Initial release. 

 

 


